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Abstract

The peer-to-peer network model constitutes a widespread alternative to the classic client-server
model of network structures. There are various frameworks and libraries for developing such
networks. One of the more established ones is libp2p, on which various real-world peer-to-peer
applications are based. It allows for modular combinations of utilised network protocols, such as
transport protocols, content routing protocols and security protocols. As efficiency is of course
always relevant in a computer network, it is of interest how the different protocols perform
in comparison to each other. This thesis focuses on libp2p’s security protocols, conducting a
performance analysis of each officially implemented protocol, TLS, Noise and Secio, as well as an
additional custom implementation of the Signal protocol, created specifically for this work. The
protocols’ time performance, space performance as well as the workload of the CPU and power
draw are considered in the analysis, along with various other more minor aspects.

i



Contents

1 Introduction 2

2 Background 4
2.1 Cryptographic Protocols . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 4

2.1.1 Encryption . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 4
2.1.2 Key-Exchange . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 5
2.1.3 Authentication . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 6

2.2 Network Models . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 7
2.2.1 Client-Server Model . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 8
2.2.2 Peer-to-Peer Model . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 9

2.3 libp2p . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 10

3 Related Work 12

4 Considered Protocols 15
4.1 TLS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 15
4.2 Noise . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 16
4.3 Signal . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 18
4.4 Secio . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 20
4.5 Overview . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 21

5 Methodology 22
5.1 libp2p Signal Protocol Implementation . . . . . . . . . . . . . . . . . . . . . . . . . . 22
5.2 Benchmarking the Security Protocols . . . . . . . . . . . . . . . . . . . . . . . . . . . 24
5.3 System Specification . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 26

6 Analysis 27
6.1 Time- and Space-Performance . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 27
6.2 CPU-Performance . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 31
6.3 Other aspects . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 32

7 Summary 35
7.1 Future Work . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 36

References 38

List of Figures 44

List of Tables 45

ii





1 Introduction

With the digital world having taken over as the primary channel to communicate and exchange
information, only gaining increasingly more prominence by the day, securing the confidentiality of
data exchanged through this channel is more important than ever before. Even so, this goal is often
not met to a satisfactory degree.

One possible source of breaches of confidentiality is the fact that once data is sent to a server,
it is impossible to know how exactly the data will be treated. For example, a recent freedom-of-
information request revealed the extent to which the FBI may legally access data sent over various
Instant Messaging systems. In the case of WhatsApp, they are able to view source and target of
each message sent, along with other various user data. [33]

One network model that can help alleviate a lot of these concerns is the peer-to-peer network
model. In contrast to the more common client-server model, in which a server listens for requests
from (up to a very large amount of) clients and reacts once queried, all participants in a peer-to-peer
network assume an equal role [78]. The participants in such a network structure are called "peers"
or "nodes" [22]. Each peer can send requests to others in the network, but also listens for incoming
request from other peers, effectively taking both the role of a client and that of a server [78]. The
amount of connections each individual peer may have within the network is, in theory, unlimited
[26]. Possible use cases for this kind of network model are, among others, Instant Messaging
systems or file sharing networks [5, 6]. In both of these examples, securing data confidentiality is
inherently an important factor.

This decentralized structure of peer-to-peer networks bring various advantages with it. Primarily,
since there is no central middleman that all sent data has to pass through, something like the
WhatsApp example mentioned above would not be possible. Additionally, peer-to-peer networks
come with a handful of other advantages over client-server networks such as cheaper and easier
scalability and, depending on the scale of the network, stronger resistance against service failure
[68].

With this in mind, it is easy to see why, in certain use-cases, peer-to-peer networks can offer
themselves up as attractive alternatives to the client-server model. Of course, peer-to-peer networks
come with their own set of disadvantages. A major one is the large performance loss that often
comes with growth of the network, as it is likely that more connections need to be handled by the
individual peers [68]. libp2p, an open-source framework and library that was originally part of
the IPFS project [18], has already established itself as a tool for creating peer-to-peer networking
applications [18], being used in the development of various blockchain applications [102, 25],
including Ethereum 2.0 [24].
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1 Introduction

One of the most important decisions to make when developing a peer-to-peer network, especially
in the context of attempting to optimize data confidentiality, is what cryptographic protocol to
use. The cryptographic protocol, also referred to as security protocol, is mainly responsible for
the encryption of the exchanged data [8]. Supplying the data with certificates of integrity and
authenticity falls into the protocol’s responsibility as well, as does the initial exchange of encryption
keys [8]. libp2p offers various officially implemented security protocols as well as allowing for
implementation of new ones using its API.

As mentioned, performance is a big concern for peer-to-peer networks. Since cryptographic
processes are relevant for both time and space performance [21, 32], it is of interest to know how
different cryptographic protocols compare in this regard.

This thesis aims to analyse and evaluate a set of implementations of cryptographic protocols for
the Go [52] implementation of libp2p in consideration of their time- and space-performance as
well as some other parameters. In order to achieve this, each of the three officially implemented
security protocols [53, 34] are tested and benchmarked using Go’s testing [64] framework alongside
other various tools. In addition to the official libp2p implementations, the Signal protocol [93] is
implemented for libp2p using a pre-existing library.

First, chapter Background introduces required background knowledge. This is followed by
chapter Related Work which discusses work that has already been done by others relating to this
thesis’ subject. Afterwards, chapter Considered Protocols specifies what cryptographic protocols are
analysed within this work. It presents the general protocols as well as the libp2p implementations
specifically. Then, chapter Methodology defines the exact methodology that is used to gather the
data points for the analysis, as well as giving a rough documentation of the implementation of
the Signal protocol. Finally, the analysis results for each cryptographic protocol are presented in
chapter Analysis.
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2 Background

This chapter introduces necessary background knowledge. First, the main concepts utilized in
cryptographic protocols are presented, including encryption, key exchange and authenticating
mechanisms. Following that, the peer-to-peer network structure as well as its primary competitor,
the client-server structure are described and compared to each other. Finally, the libp2p framework
is introduced.

2.1Cryptographic Protocols

In the field of computer science, protocols define a set of rules on how to handle and process data.
Protocols are commonly used in networks, for which there are many different types of protocols,
each serving a different purpose. For example, IP (Internet Protocol) is responsible for routing
between different hosts and TCP (Transmission Control Protocol) guarantees that each packet of
data is received correctly, whereas UDP (User Datagram Protocol), an alternative to TCP, delivers
packets faster but much less reliably. [10]

Cryptographic protocols specifically are a subset of protocols which deal with cryptographic
methods [8]. This can include a very wide range of functions, of which a few major and common
ones, also referred to as cryptographic primitives [42], are explained below. Each cryptographic
protocol analysed in this work fulfills all of these functions.

2.1.1 Encryption

The term encryption describes the process of obscuring a piece of data, which is referred to as
plaintext, to the point where its original content is no longer discernible. This is commonly achieved
using another piece of data, referred to as the encryption key. The encryption key is combined with
the initial piece of data according to various set rules, defined by the specific kind of encryption
used. This new piece of data is called the ciphertext. To decrypt the data, meaning to restore its
original content, the decryption key is required. That key is once again applied according to the
rules set by the encryption type. Encryption serves to ensure data confidentiality, where only the
communication partners who possess the corresponding key can de- or encrypt messages sent
between each other. [48]

Encryption strategies can be divided into two categories: symmetric and asymmetric encryption.
Symmetric encryption is defined by the fact that the encryption and decryption process both make
use of the same key, whereas asymmetric encryption utilizes a key pair made up of one key for
encryption and one key for decryption. [90]
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2 Background

In the case of asymmetric encryption, each communicating party possesses a key pair made up
of a public key and a private key. The public key is openly shared with the other party, allowing
them to encrypt data using this key, which then in turn can only be decrypted again using the
corresponding private key. Therefore, each party encrypts any data that it wants to send using the
other party’s public key and decrypts any received data using its own private key. Since the private
keys are at no point sent over the network, and can not be efficiently derived from the public key,
there is no direct way for an attacking third party to decrypt any of the messages. [39]

The opposite is the case for symmetric encryption. Here, the same key is used to encrypt and
decrypt data and therefore both communication partners first have to agree on a shared key. This
key, of course, should not be simply sent over the network, as it cannot be encrypted and therefore
would have to be transmitted as plaintext and could be read by an observing third party. Instead,
key exchange methods are used, described in the following section. [39]

The different processes for encrypting and decrypting with symmetric and asymmetric algorithms
in a typical network situation, where packets of data are sent between two communicating parties,
is illustrated in figure 1.

Sender Plaintext

Receiver's Public Key

Ciphertext Receiver Plaintext

Receiver's Private Key

ABC
DE

#ä*l
9--s

ABC
DE

Sender Plaintext Ciphertext Receiver Plaintext

Shared Secret Key

ABC
DE

;ii1ö
%-k

ABC
DE

Asymmetric Encryption

Symmetric Encryption

Figure 1: Visualisation of both asymmetric and symmetric encryption [39]

Generally, asymmetric encryption strategies are more cryptographically secure than symmetric
ones [15]. On the other hand, symmetric encryption is usually easier to implement and encrypts
data faster [15]. Each of these characteristics is however of course dependent on which specific
encryption method and implementation is used.

2.1.2Key-Exchange

When using symmetric encryption methods, all communication partners have to agree on a shared
key in order to exchange and decrypt encrypted messages with each other. This key has to be
confidential between the communicating parties and there cannot be simply exchanged as plaintext.
The common technique for achieving this confidentiality, and also one of the earliest ones, is the
Diffie-Hellman algorithm. [87]

The first step of the algorithm is for both parties to agree on two variables g, the so-called
generator variable, and p, a very large prime number. These may be exchanged in plaintext over
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2 Background

Figure 2: Visualisation of the Diffie-Hellman algorithm [91]

the network. Next, each party generates an asymmetric key pair. They exchange their respective
public keys, once again as plaintext, and use their own private key together with the remote party’s
public key to generate a new key. This newly generate key is identical between both parties and
serves as the shared key. As at least one of the private keys, neither of which has been sent over
the network, is needed to generate the shared key, it is impossible for an observing third party to
derive it using the exchanged data. The confidentiality of the shared key is therefore guaranteed.
This process is illustrated in figure 2, along with more mathematical detail.

There are variations on the method presented here. A major one, which all of the protocols
relevant to this thesis use exclusively (with the exception of TLS), is Elliptic-curve Diffie-Hellman
[75]. The key-exchange process is very similar; the two parties each generate a key pair, send their
public key over the network and calculate a shared key using their own private key and the received
key. Mathematical details differ however, the symmetric key is generated using the formula (a *
G) * b = (b * G) * a which is a property of point on an elliptic curve [74]. Here, a and b are the two
private keys and G is a so-called generator point, which is defined by the specific version of ECDH
used. As a * G is equivalent to the public key of the party possessing private key b, and vice versa,
both parties can calculate the formula once public keys are exchanged. [75]

The key-exchange is part of the handshake the two communicating parties execute upon con-
necting with each other. In order for the handshake to be secure, it is also necessary to be able to
authenticate the identity of the other party (for example to prevent a man-in-the-middle attack
[67]). The method used by the relevant protocols to achieve this is described in the following
section.

2.1.3Authentication

One other major goal of cryptographic protocols is the ability to validate a given data packet’s
source as well as its integrity. Here, a received data packet is considered integrative if it is identical
to the data packet that was sent. So, for example, a packet that has been altered by way of a third
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2 Background

party listening in on and manipulating a connection would fail the integrity check. One way to
ensure both authenticity and integrity is using message authentication codes, or MACs [77]. As
MACs are the result of one-way hash-functions [107], the concept of hash functions is quickly
introduced in the following paragraph, prior to an explanation of MACs specifically.

Hash-functions are functions that take an input of any length and project it on a fixed-length
value, called the input’s hash-value [92]. The defining property of one-way hash-functions is that,
while hash-values are rather easy to compute, the inverse is not (efficiently) computable [106].
In addition to this, in order for a hash-function to be cryptographically viable, it needs to be
collision-resistant [106]. A function is considered as such if it is impossible to efficiently determine
two unequal inputs that are projected on the same hash-value [106]. The function should also be
fully publicly known, to ensure it does fulfill these other conditions [82].

The usage of MACs requires the communicating parties to already be in possession of a shared
key, assuming symmetric encryption is used. To calculate a MAC for any given message (which
may, as mentioned prior, be of any length), the message along with the shared key are used as
input for the used hash-function. The resulting hash-value is the MAC of the message. Along with
the message itself, the MAC is sent to the communicating partner, who then may recalculate the
MAC using the received message and the shared key. Assuming it matches the received MAC, the
receiver will consider the authenticity of the message guaranteed, as the sender should be the only
other party in possession of the shared key. Due to the collision-resistance of the hash-function,
the integrity of the message is also confirmed. If it should be different from the received MAC, the
message will be trashed. As it is purely dependent on the used key and the message itself, a MAC is
also referred to as the "keyed checksum" of the message. This process is exemplified in figure 3.
[107]

Sender Receiver
Message MessageMessage

MAC
MAC

Algorithm

Equal?

MAC
Algorithm

x
Authentic Altered;

trash message

Figure 3: Visualisation of a message authentication check using MACs and symmetric encryption [107]

2.2Network Models

Computer networks consist of two or more computers that are interconnected with each other,
generally with the purpose of sharing resources or data.
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2 Background

Two often employed network structure models are the client-server model and the peer-to-peer
model. The two following sections give a quick overview of each model, followed by a direct
comparison of their respective advantages and disadvantages.

2.2.1Client-Server Model

The client-server model is the most widespread network model, finding various uses on the internet
as well [68].

Networks that apply the client-server model consist of the two name-giving entities; servers and
their clients. These entities are strictly separated by their functions. In theory, servers are the sole
provider of resources and data - clients do not share anything with other clients or servers. The
server’s responsibility is to listen for incoming connection requests from clients and to then to
respond to received requests, assuming they are valid of course. The only action clients take is
requesting said services from a given server. [89]

From this it also follows, at least in theory, that servers do not communicate with each other, nor
do clients. In practice however there are often various types of servers, each with different purposes
and acting on different layers, working together. For example, web servers are used to deliver web
content to clients. Web servers in turn often rely on database servers to supply them with data. [2]

Below, figure 4 contains simple visual conceptualisations of both a client-server network as well
as a peer-to-peer network. As shown in it, servers are designed to be able to handle large amounts of
concurrent incoming (requests) and outgoing (responses) connections efficiently, often much more
than the 16 displayed here [4]. Since the server is the sole provider of services and all connections
are to it, the client-server model is also referred to as a centralized network model [43]. This also
introduces the problem of the server acting as a single point of failure for the network. In practical
applications, this problem is often alleviated by employing multiple servers providing identical
services [47].

Figure 4: Representation of theoretical client-server and peer-to-peer network [43]
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2.2.2 Peer-to-Peer Model

The peer-to-peer network model is, after the client-server model, the second most commonly
employed paradigm for designing network structure [68]. It is used especially extensively for
file-sharing software, but also for various other applications like chat systems and cryptocurrency
[101, 76].

Unlike client-server networks, peer-to-peer networks do not make use of the concepts clients
and servers, but instead of peers. Peers are also sometimes referred to as servents, a portmanteau
of ’client’ and ’server’, as they take over the responsibilities and functionalities of both client
and server in client-server networks. This means that, generally, every peer listens for incoming
requests from other peers, while also being able to initiate and request connections from any given
peer in the network. Peers are therefore, as the title suggests, ’equal’ to each other in terms of
functionality, in opposition to the more hierarchical relation of clients and servers. Because of this
trait, peer-to-peer approaches are considered decentralized. [89, 68]

In his book "Peer-to-Peer Systems and Applications" [101], the author describes decentralized
resource usage as well as decentralized self-organization as two of the main characteristics of
peer-to-peer networks. "Decentralized resource usage" describes the equal distribution of desired
resources, often data and processing power, analogous to the client-server network model, as
well as the direct access peers have to these resources supplied by other peers. "Decentralized
self-organization" refers to the fact that, in pure peer-to-peer systems, no centralized component is
introduced to organize network traffic and connections between peers. [101]

It should however be mentioned that while generally peer-to-peer systems are "self-organizing
[systems] of equal, autonomous entities" [101], there is not only this pure peer-to-peer approach,
but also hybrid approaches. For these hybrid models, one or more servers are introduced into
the network. Often, these are meant to handle peer discovery and aid traffic between peers. Peer
discovery describes the process of learning a peer’s identity, for example its IP address, in order to
be able to start sending requests to it. [68]

This lack of centralization in peer-to-peer networks comes with various advantages and disad-
vantages over client-server systems. For one, as mentioned above in Client-Server Model, the server
acts as single point of failure in client-server networks. Assuming there are multiple peers in the
network that are in possession of, and sharing, a desired resource (for example, a specific file), this
is not the case for peer-to-peer networks. The higher the amount of peers in a network sharing the
desired resource, the lower the likelihood of a critical peer failure is. It follows that peer-to-peer
networks are also generally more robust against denial-of-service attacks. They are also more
easily scalable; adding another peer to an existing peer-to-peer network is trivial [68]. Installation
and maintenance of a new peer is, generally, much cheaper than the same process is for a server
too, as peers can be nearly any device with network access whereas servers use highly specialized,
expensive hardware [68]. This comes with the infraction that a single average peer’s performance
is a lot lower than an average server’s. However, in many cases peer-to-peer networks grow by
online users voluntarily installing a device into the network, as with file-sharing networks, which
would come at no direct cost for the operator of the network. As mentioned, peers can request
connections from other peers in a shared network. Therefore, the amount of open connections each
peer in a peer-to-peer network has at any point in time is arbitrary. This is reflected in figure 4.
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While not a technical advantage in and of itself, the fact that data sent over peer-to-peer networks
is usually less monitored and therefore harder to track is often presented and understood as one of
the major advantages of peer-to-peer networks. But as stated, peer-to-peer systems also have direct
disadvantages when compared to ones based on the client-server model. For one, as there is no
central database, central malware controls are impossible, leading to a large amount of malicious
peers in some networks [68]. This is an especially large issue in file-sharing networks, for which
peer-to-peer networks are commonly employed, as mentioned above. The same lack of central
database also leads to the inability of creating coherent backups of all resources being shared
on the network [68]. Another problem is that effective peer-to-peer network are dependent on
adaption rate; when a large amount of peers leave the network, certain resources will end up being
unavailable. In contrast, servers are available as long as the responsible operator keeps it running
[68]. Depending on network topology, the scalability of peer-to-peer networks can also lead to
diminishing performance. For example, many peers may request a resource but do not keep sharing
it themselves once they have received it. This is a common problem in file-sharing networks, where
peers download files from other peers but leave the network once they are finished downloading it.
A concise overview of these core advantages and disadvantages can be seen in figure 1.

Table 1: Overview of some major advantages and disadvantages of the peer-to-peer network model when
compared to the client-server model

Advantages Peer-to-Peer Model Disadvantages Peer-to-Peer Model

Generally more
resistant against service failure

No central control
→higher risk of malicious influence

Easily and cheaply scalable No central backups

Flexible Possible larger performance loss with growth of network

Network traffic harder to track

2.3 libp2p

Originally beginning development as part of the IPFS (InterPlanetary File System) project by
Protocol Labs, which was first released in 2015, libp2p is a modular, open-source protocol stack
and library for the development of peer-to-peer networking applications [9, 18]. It has since been
decoupled from the IPFS project and now is its own stand-alone module [18].

libp2p is in use in various real-world peer-to-peer applications. A framework for building
blockchains, substrate, is built on the official rust implementation of libp2 [102], which in turn the
cryptocurrency Polkadot is based on [83]. Also built on libp2p is the cryptocurrency Filecoin [25].
The current consensus specs for the planned Ethereum 2.0 also include libp2p as one of its basic
building blocks [24].

The main goal of libp2p, as stated in an article published on Medium [104], is to horizontalize
the commonly used OSI model in order to modularize the various network protocols and give
developers a "frame in which all of these protocols can co-exist and co-operate" [104]. libp2p
therefore offers, among others, transport protocols, identity protocols, content routing protocols
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and cryptographic protocols, more commonly referred to as security protocols within the official
libp2p documentation [59], which are of course of the most interest for this thesis [55]. Depending
on the implementation of choice, each of those protocol categories comes with one or multiple
readily implemented protocols. Currently, there are official implementations of libp2p in Go,
JavaScript, Node.js and rust, with versions for Java and Python in development [51]. All code
written in the course of this thesis uses the Go implementation, which is one of the most feature-
complete of the currently available versions of libp2p [51]. For security protocols, it includes
official implementations of the Noise protocol as well as TLS [52]. In addition to these two, the
now-deprecated security protocol Secio is also supplied for older version of libp2p. These are, as
stated in the corresponding chapter, three of the protocols analysed in this work.

The current Go implementation of libp2p supports four various key types: RSA, with minimum
2048-bit key length, Ed25519, ECDSA and Secp256k1 [57]. An overview of other relevant API
points is omitted here, as they are presented in conjunction with the implementation of the Signal
protocol created for this thesis in section libp2p Signal Protocol Implementation.
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3 Related Work

This chapter gives a quick overview of work that has been done by others in related fields. So far,
to the extent it can be judged by the research conducted in preparation for this work, there are no
other papers which conduct a comparative performance analysis of the cryptographic protocols
discussed here, much less of course of their specific libp2p implementations. While there have been
various efforts at comparing the performance of cryptographic protocols, they not only concern
themselves with different protocols as this thesis, they are also generally conducted in different,
specific contexts, such as a paper by Antonio De Rubertis et al. [2013] [88] which compares the
resource performance of IPSec [11] with that of DTLS [30] within the context of the internet of
things. Another example is a paper by P.G. Argyroudis et al. [2004] [3] analysing the performance
of SSL, S/MIME [41] and IPSec specifically for handheld devices.

Despite this, there are still various published analyses directly related to this work. For one, there
are many publications which analyse and compare the performance of cryptographic primitives
(see section Cryptographic Protocols), some of which evaluate primitives finding use in the libp2p
protocols presented here.

A relatively recent paper authored by Eduardo Anaya et al. [2020] [1] examines both time
performance and power consumption of two of the encryption algorithms appearing in this paper,
ChaCha20 and AES (although, like one of the previously mentioned papers, specifically for internet
of things devices). It finds that while ChaCha20’s power draw is around 3.8% higher than that of
AES, both its encryption and decryption process is roughly four times faster. Figure 5 illustrates
the paper’s relevant time performance findings. [1]

Figure 2: Current Drain vs. Time.

3.2.1 Data-dependent Encryption Algorithms. The first category to
examine is the data-dependent cryptographic algorithms. Twofish
has a fixed data block size for encryption and decryption, while
RSA’s data block size depends on its key length. Therefore, we try
out multiple values of key length for RSA. We start from 1024 bits
and gradually increase it by 512 bits in each iteration.

Based on the results shown in Fig. 3 and 4, Twofish is more ef-
ficient than RSA, resulting in 7x faster encryption and 70x faster
decryption. This is due to the fact that RSA is a public-key crypto-
graphic algorithm, while TwoFish is a symmetric-key cryptographic
algorithm. The computational overhead of RSA increases exponen-
tially as the key size increases. Twofish, on the other hand, increases
linearly as the size of the partitions increases. The overhead for a 1
MB file using Twofish is 18,432 ms, which is still unacceptable for
real-life usage in an IoT network.

Figure 3: Time for Data-Dependent Encryption.

Figure 4: Time for Data-Dependent Decryption.

3.2.2 Data-independent Encryption Algorithms. From Fig. 5 and
6, we can tell that ChaCha20 is more efficient than AES, resulting
in 4x faster encryption and 4x faster decryption. Both algorithms
are tested up to a data size of 10 MB to simulate realistic scenarios
of file sizes used these days. Since the algorithms have no depen-
dencies on the data, the testing is easier than for the previous
category. Data-independent algorithms seem to provide a faster
encryption/decryption speed in general, but the power consumed is
greater than their data-dependent counterparts (see the discussion
in Sec. 3.1).

Figure 5: Time for Data-Independent Encryption.

Figure 6: Time for Data-Independent Decryption.

4 CONCLUSION
Based on the findings, we concluded that ChaCha20 was overall
the most suitable algorithm for small-scale devices. Our obser-
vation indicated that work needs to be done towards providing
security to small-scale IoT devices with hardware limitations. Most
of these devices struggle when executing computationally demand-
ing algorithms. Cryptographic algorithms need to be optimized to
accommodate them.
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Figure 5: Encryption time performance of ChaCha20 and (an unspecified version of) AES, as measured
in paper "A Performance Study on Cryptographic Algorithms for IoT Devices" [1]
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3 Related Work

Another relevant paper is one by Diaa Salama Abdul. Elminaam et al. [2008] [21] which,
analyses and compares performance of six different symmetric encryption algorithms. Encryption
and decryption time performance are considered. While only including one algorithm also relevant
to this thesis in its analysis, it gives some insight into the performance difference between AES128
and AES256; using AES256 sees a 16% increase in both power and time consumption. [21]

While primarily a comparison of performance between different cryptographic keys, the article
"RSA and ECDSA Performance" [46] also reveals performance of various versions of Diffie-Hellman
algorithms, using the same or different key types. Namely, ECDHE-RSA, ECDHE-ECDSA and
DHE-RSA are examined. [46]

Concerning itself with hashing functions, a paper by Junko Nakajima and Mitsuru Matsui [2002]
[73] evaluates and compares the amount of micro-operations performed by a wide range of hashing
algorithms, including SHA-256 and SHA-512. The paper finds that SHA512 performs around
26,7% more micro-operations per run. An article by Jackson Dunstan compared various hashing
algorithms’ runtime and also finds that SHA512 is 26.4% slower than SHA256 [20]. Graph 6,
taken from the paper "Performance of Message Authentication Codes for Secure Ethernet" by
Philipp Hagenlocher [32] in which various functions are tested for "per-packet MAC" [32], shows
performance of various MAC hash-functions in relation to packet size.

Figure 6: Throughput comparison by packet size [32]

There is of course also a large amount of similar papers with less relevance to this thesis, analysing
a set of algorithms that include only one of the relevant primitives or none at all [80, 72, 44]

Beyond analyses of cryptographic primitives’ performance, there are also papers which perform
thorough performance analysis of a full cryptographic protocol (though not of the libp2p imple-
mentations). The paper "Performance Analysis of TLS Web Servers" [2002] [13] compares the CPU
performance of TLS in various set-ups (different primitives and different hardware, among other
aspects) in detail. The Noise protocol also was fully analysed, though not as directly as TLS. Instead,
a paper by Son Ho et al. [2022] [35] presents various implementations of the Noise protocol and
evaluates and compares their time performance with each other. As far as the research for this
thesis has revealed, neither the Signal protocol nor Secio have been similarly analysed as TLS
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and Noise. In the same manner, it should also be noted here that libp2p has not received a full
performance analysis of any of its security protocols either, nor of any other aspect. Most papers on
libp2p so far have focused either on development using the libp2p API [103, 31] or on development
of new features for libp2p [105].
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4 Considered Protocols

Each protocol that is analysed in chapter Analysis is introduced. The cryptographic primitives
supported by each are presented, followed by a quick discussion of the specifics of the libp2p
implementation. An overview of each protocol’s handshake is also given. In the tables present
in this chapter, a primitive marked in blue indicates that it is also supported by the libp2p
implementation, and a yellow marking that it is utilized in the analysis. Due to scope of this work
only the primitives which are selected by default, at least on the system on which the analysis is
conducted (see section System Specification), are considered in the analysis.

All the protocols considered in this thesis, with the exception of Secio, have been fully analysed
in regards to their security and concluded to be safe [14, 19, 50]. This refers to each protocol in
general, not its specific libp2p implementation. Due to topic and limited scope of this work, all
implementations are assumed to be safe without further investigation.

TLS, Noise and Secio have been chosen for the analysis as they are the three officially implemented
security protocols for libp2p. Prior to this work it was decided to additionally implement one new
security protocol for libp2p. Signal was chosen due to its prominence [45, 69, 71].

4.1TLS

The TLS (Transport Layer Security) protocol was first proposed in 1999 by the Internet Engineering
Task Force (IETF) [12]. It is the successor to the SSL (Secure Sockets Layer) protocol, which itself
was defined in 1994 and of which the final version (SSL 3.0) was deprecated in favor of TLS in 2015
[12, 40]. Largely due to its integration in the HTTPS (Hypertext Transfer Protocol Secure) protocol,
originally proposed as "HTTP Over TLS" [29], it is one of the most widely utilized security protocol
on the internet, with 99.7% of the 150000most popular websites in the world supporting TLS1.2
[85]. 54.2% also support the latest version of TLS, TLS1.3 [85], which is also the specific version of
TLS implemented for libp2p [56].

Compared with previous versions, TLS1.3 offers only a limited amount of cipher suites. Whereas
TLS1.2 defined 37 different ones, TLS1.3 only has support for 5 cipher suites [7]. These are
reflected in table 2, which lists all cryptographic primitives (as defined in Cryptographic Protocols)
supported by TLS1.3.

libp2p TLS implementation

The libp2p implementation of TLS is one of as of now two officially implemented (non-deprecated)
libp2p security protocols, and is a current candidate for recommendation [98, 97]. It is heavily
based on, and consists primarily of wrapper functions for, the official Golang TLS implementation
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Table 2: Cryptographic primitives supported by TLS1.3 [7]

Key Exchange Encryption Authentication

ECDHE Curve25519 AES128 GCM HMAC SHA256

ECDHE Curve448 AES128 CCM HMAC SHA384

DHE Curve25519 AES128 CCM-8

DHE Curve448 CHACHA20-POLY1305

AES256 GCM

[58]. While the Go implementation supports older versions of TLS as well [63], the libp2p TLS
handshake may not negotiate any version lower than 1.3 [98].

The Go TLS package cuts various primitives, and these are therefore not supported by the libp2p
implementation either. For one, only the cipher algorithms using GCM (Galois Counter Mode) as
well as CHACHA20-POLY1305 are included, CCM algorithms are not. Further, both non-elliptic
curve key exchanges are unsupported. [63]

Although TLS1.3 does not directly support key type Secp256k1 (see libp2p) [7], the libp2p
implementation still allows for all key types supported by libp2p itself [56]. It should also be
mentioned that the current libp2p implementation will always prefer CHACHA20-POLY1305
encryption over AES encryption unless both connecting parties have AES hardware support [58]
(as is the case for the system on which the analysis in this thesis is performed).

TLS Handshake

The TLS 1.3 handshake, which has been simplified when compared to that of TLS 1.2 [7], consists of
three messages. First, the initiating party sends a message containing a list of its supported cipher
suites, which in TLS 1.3 only define the utilized encryption and hash algorithms. In addition to
this, the message also includes a suggestion to the remote party on which key agreement algorithm
to use. Its public key is included in this initial message as well. The remote party, once it received
the initiating message, answers with a message defining the key agreement protocol which will
actually be used. This message further includes the remote party’s public key, a signed certificate
authenticating the remote party, and a "Finished" message which is encrypted using the symmetric
key the remote party can generate at this point. The initiator receives this packet and uses the
remote public key along its own to also generate the symmetric key. It then checks the received
certificate and "Finished" message using this key. If everything is in order, it sends its own "Finished"
message and the handshake is complete. [38]

4.2Noise

Noise itself is not a protocol, but rather a framework for creating cryptographic protocols [81].
While not as widespread as TLS, Noise is an established protocol as well, finding use in major
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applications such as the chat messenger WhatsApp [108]. Compared to TLS, it offers a small pool
of cryptographic primitives, all of which are presented in table 3.

Table 3: Cryptographic primitives supported by Noise [81]

Key Exchange Encryption Authentication

ECDH Curve25519 CHACHA20-POLY1305 HMAC SHA256

ECDH Curve448 AES256 GCM HMAC SHA512

HMAC BLAKE2s

HMAC BLAKE2b

It being a framework, Noise requires many other decisions to be made when implementing a
protocol based on it. For example, there are 15 different handshake patterns defined by the official
Noise specifications, more if the optional pre-shared symmetric key mode is considered. [81]

libp2p Noise implementation

libp2p’s Noise implementation is currently the only officially recommended security protocol for
libp2p [99].

The current libp2p protocol based on the Noise framework (which will be referred to as libp2p’s
implementation of Noise from here on) defines only one valid cipher suite, consisting of the
Curve25519 key exchange algorithm, CHACHA20-POLY1305 as encryption / decryption method
and SHA256 as the hash function. All libp2p sessions using the Noise implementation as security
protocol must use these specific primitives, else the handshake will fail. This decision was made
in order to ease implementation and slightly boost performance of the libp2p-Noise handshake,
as this way no suite must be negotiated. Along with this, the decision to include only one of the
mentioned 15+ handshake patterns was made, once again to limit complexity of implementation.
[99]

Noise Handshake

Only the one mentioned and supported handshake pattern, the XX pattern, is explained here. In
the case that the XX pattern is utilised, each party possesses an ephemeral key pair and a persistent
static key pair. The XX pattern handshake consists of three messages. The initiating party sends a
message containing their ephemeral public key, in plaintext. Once it received the initiating message,
the remote party responds with its own ephemeral public key, also in cleartext, and its static public
key, encrypted using the ephemeral key sent by the initiator. In addition to this, the message also
includes the result of a Diffie-Hellman operation between both of the public ephemeral keys, as
well as the result of a Diffie-Hellman operation between the public ephemeral key of the initiator
and the remote party’s public static key. Both of these are also encrypted using the remote party’s
public ephemeral key. In a Noise handshake, each message is assumed to have a payload in addition
to the "standard" content of the message (in this case this would be the ephemeral key), although
this may also be of length zero. As mentioned above, the libp2p implementation only supports one
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specific cipher suite and therefore has no need to further negotiate any primitives. If this was not
the case, this first message would contain a payload string defining the used handshake pattern,
the curve utilised in the elliptic-curve Diffie-Hellman algorithm, the encryption algorithm and the
hash function, in this order. For the cipher suite supported by the libp2p implementation, this
string would be "Noise_XX_25519_ChaChaPoly_SHA256". The initiator receives this message and
decrypts it using its private ephemeral key. It performs the same two Diffie-Hellman operations
and compares the results. If they are equal, everything succeeded so far. Additionally, it performs a
Diffie-Hellman operation on its own public static key and the remote ephemeral public key. The
result of this, along with the initiator’s public static key is sent, encrypted using the remote party’s
public ephemeral key. The remote party decrypts this message using its private ephemeral key,
also performing the same operation and comparing the results. If they are equal, the handshake
has concluded successfully. Both parties derive the shared key by hashing the results of all three
Diffie-Hellman operations. [81]

4.3 Signal

Originally developed by the now-dissolved software development group Open Whisper Systems
as Axolotl [23, 70], the Signal protocol was created to serve as the cryptographic protocol for the
messenger app Signal (originally called TextSecure) [23]. It has since been used in various other
chat applications as well, including major ones such as Skype [45] and Facebook’s proprietary
Messenger app [69], as well as WhatsApp [71] which has an active userbase of roughly 2 billion
people [17], making Signal one of the most widely utilized security protocols along with TLS.

As with the two protocols already introduced, the cryptographic primitives used by the Signal
protocol can be seen in table 4. For signing, Signal also uses modified versions of EdDSA (XEdDSA
and VSEdDSA) [93]. These have been omitted.

Table 4: Cryptographic primitives supported by Signal [93]

Key Exchange Encryption Authentication

X3DH Curve25519 AES256 CBC HMAC SHA256

X3DH Curve448 HMAC SHA512

libp2p Signal implementation

The libp2p Signal implementation used in the analysis has been written specifically for and in the
course of this thesis. It is based on a modified version of an inofficial Signal library for Go, which
can be found in this work’s git repository 1, created by Radical App LLC, a software development
company [66, 65]. For the reasoning behind this decision, see the first paragraph of section libp2p
Signal Protocol Implementation The utilized library implements the Curve25519 key exchange,
AES256 encryption and SHA256 as hash function [86].

1The git repository contains the already modified version. See the readme included in the repository for the original library
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The following section quickly introduces the Signal handshake. Slight possible variations and
mathematical detail defined in the official specs [94] are omitted.

Signal Handshake

In a Signal handshake, each party possesses a public identity key. Each party can also generate
so-called prekeys. A prekey is "essentially [a] protocol message" [93]. In order for the dialer to
be able to initiate a handshake, it is required for the listener to have previously pushed various
prekeys they generated on a server accessible to the dialer. Because of this, a pure peer-to-peer
implementation of the Signal protocol is infeasible without deviating from the official specifications.
The keys pushed to the server by the listener include, per bundle, one signed prekey, one one-time
prekey (one-time prekeys serve to initiate exactly one run of the X3DH protocol) as well as their
public identity key. The dialing party requests all of these keys from the server and, once retrieved,
uses them along with a locally generated ephemeral key [74] and their own public identity key
as input to four runs of the Diffie-Hellman function. The four resulting values are in turn used
as input for the HKDF algorithm, a key derivation function based on HMAC [49], which returns
what will be the shared key between the two parties once the handshake is concluded. The various
calculations performed at this step can be gathered from figure 7.

1
DH

SK =  KDF(DH1|DH2|DH3|DH4)

IK         EK         SPK        OPK         SK
Identity Key Ephemeral Key Signed PreKey One-Time PreKey Shared Key

IK Dialer

EK Dialer

IK Listener
(retrieved)

SPK Listener
(retrieved)

2
3
4

OPK Listener
(retrieved)

Figure 7: Visualisation of the DH calculations performed after retrieving the other party’s prekey bundle
from the server [94]

The dialing party then sends an initial message containing a ciphertext encrypted with the result
of the HKDF function along with their identity key and ephemeral key in plaintext. The packet also
includes a plaintext identifying parameter, telling the listener which of their one-time prekeys was
used. Once the listener receives this initial message, they possess all of the parameters the dialer
used to calculate the key and can therefore chain the same Diffie-Hellman functions to derive SK.
If the ciphertext included in the received message can be correctly decrypted using the shared key,
the listener deletes its used one-time prekey and the handshake is complete. [94]
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4.4 Secio

Secio (secure input/output) was developed in 2014, and is the only one of the 4 chosen security
protocols to have been conceptualized and developed specifically for libp2p. As TLS1.2, the TLS
standard at the time, required Certificate Authorities, Secio was created to serve as a protocol in
the interim. Therefore, when TLS1.3 support as well as Noise support for libp2p had established,
Secio was deprecated in 2020. [34]

Despite its deprecated status Secio is still included in the analysis for the sake of completeness as
it is one of only three officially implemented security protocols (discounting the transport protocol
QUIC, which uses TLS1.3 internally) [34].

The cryptographic primitives utilized by Secio are again presented below in table 5. While
the official specifications of Secio do not specify what version of AES is to be used, the actual
implementation uses GCM. This is also reflected in table 6.

Table 5: Cryptographic primitives supported by Secio [59]

Key Exchange Encryption Authentication

ECDH Curve P-256 AES128 HMAC SHA256

ECDH Curve P-384 AES256 HMAC SHA512

ECDH Curve P-521

Secio Handshake

At the beginning of a Secio handshake, both parties generate a message containing their own
public key and a 16-byte, randomly generated nonce. In addition to this, this initial message also
includes three lists of supported cryptographic primitives, one for encryption algorithms, one for
supported hash functions and one for supported key-exchanges. Both parties send this message to
the remote party. Once received, each of the parties calculate whose primitive preferences will be
prioritised. This is done by hashing the remote public key in concatenation with the local nonce,
and vice versa. Whichever result is larger, the preferences of the party whose nonce was used in
the generation of it will be preferred in the next step. If both results are equal, it is assumed that
the peer is communicating with itself and the handshake is interrupted. Next, the preferred lists
of primitives are iterated over. The first primitive of each list that is also supported by the other
party is chosen. This concludes the proposal phase of the handshake. Both peers then generate
an ephemeral key pair as well as a new message. This new message consists of a concatenation of
their own, local proposal message from earlier, the remote proposal message and their own public
ephemeral public key. Each then signs this message with their static private key. This signature is
then in turn concatenated with their ephemeral public key. Both parties send this new message
to each other, both recreating the received message using the known proposal messages and the
just received remote public key. Using the remote persistent public key received in the proposal
process, this signature may be validated. If it fails to validate, the handshake is interrupted. If it
does validate, both peers then generate a shared secret using their private ephemeral key and the
remote ephemeral public key as input to a Diffie-Hellman function. This shared secret is then used
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to derive, using key stretching, the details of which are omitted here, to generate a shared secret
key. [100]

4.5Overview

Below, table 6 gives an overview of the primitives supported by each protocol. While authentication
and encryption primitives are fully reflected, only the key exchange functions which are actually
utilized in the protocol’s respective libp2p implementations are included to improve readability.
The color code is identical to the previous tables in this chapter.

Table 6: Comparison of cryptographic primitives supported by each protocol

TLS Noise Signal Secio

Key Exchange

ECDHE Curve 25519 ×

ECDH Curve 25519 ×

X3DH Curve 25519 ×

ECDH Curve P-256 ×

Encryption

CHACHA20-POLY1305 × ×

AES128 GCM × ×

AES128 CCM ×

AES128 CCM-8 ×

AES256 GCM × × ×

AES256 CBC ×

Authentication

HMAC SHA256 × × × ×

HMAC SHA384 ×

HMAC SHA512 × × ×

HMAC BLAKE2b ×

HMAC BLAKE2s ×
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This chapter gives an overview of the methodology used in gathering the data points for the
analysis following in chapter Analysis. First, the implementation of Signal for libp2p is presented.
Then, the various considered aspects for the analysis are introduced along with the methods used
to gather the necessary data. Finally, the analysis methods are presented.

5.1 libp2p Signal Protocol Implementation

The implementation of the Signal protocol developed for this work is based on an altered version
of an inofficial Go Signal library, developed by software development company RadicalApp [66,
65]. This choice was made as there is no official and no other major implementation of Signal
for the Go programming language (as far as the research conducted for this work revealed), and
the other considered possibility, to use the official C library [96] and call into it from Go, was
deemed as having too little effect on the quality of the analysis to justify the increased difficulty of
implementation, as there would be overhead generated from calling into a different language [28].
It should be mentioned here however that, as the analysis will show, due to the performance of the
chosen library it would likely have been preferable to simply adjust the results for the overhead
had it not been for the limited timeframe of this thesis. This is acknowledged and discussed in
section Future Work as well. As the original library has been unmaintained since 2017 [86], various
fixes and updates have been adopted from the most actively maintained fork [16] as well as various
minor custom modifications done for this work. This modified version of the library can be found
in the git repository of this thesis, as well as a reference to the original library and the mentioned
fork. Major differences from the original library are pointed out in the respective files.

The following paragraph gives a quick overview of the relevant libp2p API aspects and the
corresponding Signal implementations. Since the implementation-specific documentation of
libp2p is not entirely thorough, some of the following points are assumptions made and developed
by working with and researching the API for several months.

In the Go implementation of libp2p, security protocols must implement two interfaces: the
SecureTransport interface, which creates instances of the other interface required of security
protocols, SecureSession [61]. In addition to the following explanation of these two interfaces in
the context of the Signal implementation, figure 8 also shows a general visualisation of these two
interfaces’ roles, exemplified by a connection establishment (followed by a write operation and the
infinite read-loop).

SecureTransport’s implementing struct typically holds information about the local peer, such as
its ID and the local private key. The Signal implementation additionally contains storage structs
holding the various prekeys. These are required to build secure sessions by the Signal library [86].
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SecureTransport
- localID: str
- privateKey: []byte 

- SecureInbound (Conn, id: str)
  : SecureSession
- SecureOutbound (Conn, id: str)
  : SecureSession

SecureSession
- localID: str
- privateKey: []byte
- remoteID: str
- remoteKey: []byte
- insecureConn: Conn

- Read() : []byte 
- Write(message: []byte)
- various Get()/Set()

Dialer Listener
libp2p.New(privateKey, localID, secProtocol.ID)

Creates new SecureTransport instance st

Creates new SecureSession instance ss
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connections 
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Request
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Figure 8: Visualisation of SecureSession’s and SecureTransport’s role in a libp2p connection establishment

Its interface functions are called whenever an attempt at an incoming or outgoing connection is
detected and receive an insecure connection struct and an ID identifying the other peer as input.
Primarily, these serve as wrappers for the protocol-specific handshake, creating an instance of
SecureSession and calling the handshake on it. In the Signal implementation, this is also where
the peers generate any necessary prekeys. In the case of the peer who would normally push their
prekeys on a server, the prekeys are read from a local file. If the handshake succeeds, the new
SecureSession is returned. Otherwise, an error is thrown.

While a private function and therefore not part of the interface, the handshake is typically
implemented as a method on the SecureSession struct. As every peer in libp2p is identified both by
its ID and its key pair [53], the libp2p section of the handshake consists of exchanging and verifying
ID and public key of the remote peer. This requires at least one message by each peer. Therefore,
while the majority of the handshake is implemented as described in section Signal, an additional
message is sent by the receiver of the initial message. A quick walkthrough of the implemented
handshake is given in the next paragraph.

Upon entering the handshake function, each peer, whether dialer or listener, generates a payload
containing their own public key appended to a concatenation of the prefix string "signal-libp2p-
static-key:" and their public key, signed with their corresponding private key. The dialer then reads
the listeners prekey bundle from drive, simulating retrieving them from a server. The "retrieved"
bundle is used as input to the ProcessBundle function, equivalent to the chaining of functions
presented in figure 7 of section Signal. Using the derived key, the previously generated payload
is encrypted, generating a PreKeySignalMessage, containing both the ciphertext payload and the
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utilized prekeys. The PreKeySignalMessage is sent to the listener, the dialer now waiting for a
response. The listener receives the packet and processes the packet the same way the dialer did,
afterwards decrypting the payload, verifying the signature with the included plaintext key. The
listener’s payload is encrypted and sent to the dialer, who verifies the signature in the same manner.
If none of these steps fail, the handshake has concluded successfully.

An alternative implementation of the handshake was considered in which the bundle stored on
drive would also include the listener’s generated payload. This was tested but ultimately decided
against, as performance impact is minimal and the current implementation is closer to the official
specifications of the Signal handshake.

SecureSession’s implementing struct contains all information pertaining to the secured connec-
tion. It holds a reference to the insecure connection struct, identifiers of both local and remote peer,
their IDs and private / public key respectively, as well as the shared key. Its interface functions
consist mainly of Getters for these variables, in addition to Read/Write functions for receiving data
from and sending data to the remote peer.

Verification

In order to be able to test and verify the Signal implementation is working as intended, developing
a simple libp2p application is necessary. The application has to be able to connect two libp2p peers
with each other, which includes performing the handshake implemented by the respective security
protocols. Once connected, both peers need to be able to send data packets of variable size to each
other. These packets have to be fully encrypted and authenticated. This way, all cryptographic
primitives defined in 2.1 are utilized and can therefore be evaluated using this application.

The official Git repository of the Go implementation of Noise [53] contains a test application
designed to work with Go’s native testing tool [64]. This testing application fits the needs described
above perfectly; upon running the application, libp2p peers are created and connected to each other.
Various tests are performed on the two connected peers, including tests for successful encryption,
decryption and handshake. Beyond testing the primitives, it is also verified whether necessary,
libp2p-specific information is exchanged (including each other’s public key and peer ID). Along
with these major ones go various minor tests. Should any of the tests fail, the whole program fails.
Using a modified version of this application, the Signal implementation was fully verified. All
modifications are limited to changes necessary to work with the implementation of Signal, such as
variable name changes.

5.2Benchmarking the Security Protocols

Aspects considered in the process of data gathering are presented. Afterwards, methods utilized to
gather said data are explained.
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Time- and Space-Performance

Time- and Space- performance represent the primary analysis target in this work. Time-
performance here straightforwardly describes the duration of the protocol’s execution whereas
space-performance consists of the amount of memory space levied by the protocol during execution.
Even in cases where both of these values are low, which as the analysis will show do exist, minor
differences in performance are relevant in practice as well considering the amount and scale of
operations that may be required in a peer-to-peer network. For example, file sharing networks may
require large amounts of data to be sent or received continuously.

The protocols are benchmarked in regard to both these targets using a test program, uniform
for all tested protocols except for minor API-dependent changes, all of which are assumed to have
near-zero performance impact. The test program, utilizing the benchmarking functionality built-in
to Go’s official testing package [64], consists of two major parts; the BenchmarkHandshake function
and the BenchmarkTransfer functions. BenchmarkHandshake creates two peers and performs a full
handshake between them. Each of the BenchmarkTransfer functions also generates two peers and
connects them by executing a handshake (though the resources levied by this handshake are not
considered part of the benchmark), and, once the handshake has concluded successfully, has each
peer sending/receiving a previously specified amount of data to/from the other. Upon execution
of the test file, BenchmarkHandshake is performed as well as each of the BenchmarkTransfer
functions, once for 1, 10, 100, and 1000 kilobytes of data. All of these benchmarks output the
amount of time the specified function took, as well as the amount and size of memory allocations
performed, along with various other information. If multiple runs of each benchmark are executed
using the benchtime flag, the average values are output. If the custom flag [62] indTimes is set, the
values for each iteration are output alongside the averages.

Beside indTimes, also defined for this test are the custom flags keytype and keylen, which specify
which key type and length are used to generate the peer’s libp2p identity key pair, respectively.
Also defined is the packetsize flag, which, if set, executes an additional BenchmarkTransfer run
using a data packet of the size specified by packetsize. The test program can be found in this thesis’
git repository.

CPU Performance

Another analysed performance measure are the various protocol’s load on the CPU. Considering
the prevalence mobile devices have achieved [27], there is also an interest in minimizing power
consumption of any given software. Therefore, the CPU’s power draw is considered alongside its
workload.

Both of these values are gathered using the Windows-specific tool HWiNFO [36] and a small
test program. The same program is used to test all four of the protocols, disregarding very minor
changes due to the protocols’ implementations. As with the program written for Time- and Space-
Performance, all differences can be safely presumed to have zero effective performance impact. This
test program consists of two test functions, handshake and rw. handshake creates two peers and
performs a full handshake between them, terminating execution if it fails. The other function, rw,
receives two already connected peers as input. One peer then sends the other 100 packets ranging
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in size from 10 kilobytes to 1megabyte (the size of the packet incrementing by 10 kilobytes each
message).

For custom flags, this test program defines a handshake and a rw flag which specify whether the
respective tests should be run, allowing for separate testing of effect of handshakes and encryption
on the CPU. Further, an iterations flag is defined to specify the amount of iterations of each test
that will be run. This was done instead of simply using the native count flag [64] to minimize
overhead from starting and cleaning up the test with each iteration. The keytype and keylen flags
are also defined as in Time- and Space-Performance. The test program can be found in this thesis’
git repository.

5.3 System Specification

All the tests discussed in this work were executed on a desktop computer running the Linux
distribution Debian, the one exception being the CPU tests described in section CPU Performance,
which were run on the same computer running Windows 10. This was done as there (to the
knowledge of the author) are no comparable tools as HWiNFO [36] for Linux which monitor CPU
power consumption as accurately. The used system’s CPU is a stock Ryzen 7 3700X. It has 16
gigabytes of ram running at 3200MHz.
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This chapter presents the results of the various analyses conducted. First, time-performance
measurements are presented for each protocol alongside the corresponding space-performance.
Also given are crucial points such as the most impactful functions for both categories. Afterwards,
both CPU load and CPU power consumption generated by each protocol are given. The last section
supplements the preceding data with various additional information. A synopsis of this chapter’s
findings, as well as a quick evaluation, can be gathered from chapter Summary.

As this work serves as analysis specifically of the libp2p implementations of each protocol, the
read and write functions’ performances are analysed instead of the encrypt and decrypt functions
to include all of the libp2p overhead generated by the respective security protocol each time data
is sent / received. Primarily, the read / write functions consist of packet-size handling measures,
the actual receiving / sending of the data and, of course, the decryption / encryption process.
"Handshake" similarly includes various mandatory libp2p overhead, such as creation of an instance
of SecureSession (see libp2p Signal Protocol Implementation). Supplementing these data points, the
"Insecure" protocol is included in the diagrams when it does not affect readability. It emulates a
security protocol, performs the mentioned primary functions but does not encrypt / decrypt the
data. For the handshake, it only performs aspects mandatory for libp2, namely exchanging peer
IDs and public keys.

All analysis has been conducted using SPSS created by IBM [37] and the raw data gathered using
the methods described in chapter Methodology. SPSS is a statistical analysis tool which takes
in data in the form of a spreadsheet. It performs various analytical functions on the input and
allows for creation of diagrams using the data created in the analysis. All diagrams in this chapter,
including the tables, have been created using SPSS.

6.1Time- and Space-Performance

Each protocol’s overall performance is presented, divided into handshake and encryption/decryp-
tion performance. While libp2p supports four types of key, only results for the RSA key type (using
a key length of 2048 bits, the smallest RSA key length supported by libp2p) and Ed25519 key type
are reflected. The decision to forego presenting values for some key types was made to improve
readability of the following diagrams. RSA and Ed25519 are chosen because performance varied
most prominently between these two key types, with RSA being the most demanding out of the
four available ones and Ed25519 being the least demanding. The other two key types’ results were
usually much closer to the performance measured when using the Ed25519 key type. All values
presented in this section have been gathered using the test program described in Benchmarking the
Security Protocols with flag benchtime set to 100. Therefore, each median or mean value given here
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is derived of a set of 100 data points. The paper "Performance Analysis of Encryption Algorithms
for Security" by Madhumita Panda [79] uses averages of ten iterations for each of its analyses [79].
A higher amount of iterations was chosen here due to relatively high variance in time performance,
in some cases.

Figure 9 shows the time-performance of each protocol’s handshake for both considered key
types. As can be seen, Signal’s handshake is the slowest in both cases, the median performance
(denoted by the line in each of the boxes) taking roughly one millisecond longer to conclude
than the second slowest. In the case of RSA, Noise is the second slowest with Secio being slightly
faster than it and finally TLS being the fastest, also having by far the least variance with barely
any outliers compared to the other protocols. When using Ed25519 keys, as expected due to its
smaller key length and signature, each of the protocols’ time-performance strongly improves, the
measurements also being more consistent. The execution time of Noise, Secio and Signal also stay
relative to each other, with Signal still being about a millisecond slower than Noise and Noise in
turn being roughly half a millisecond slower than Secio. TLS’ performance however stays nearly
unchanged, the only real difference being more outliers toward the bottom of the graph. The most
time performant combination of protocol and key is Secio using a key of type Ed25519. Considering
Secio’s deprecated status, the best performing combination still valid in the current version of
libp2p is Noise, also using an Ed25519 key.
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Figure 9: Time-performance of each protocol’s handshake, per key type

Each protocols’ read and write performance are presented in figure 10. To improve readability,
only median time-performance of each protocol’s read and write operations are displayed. For
the same reason, the scale used is to the power of 0.5, instead of being linear. Performance when
using Ed25519 keys is also omitted as the difference in relative performance is minor. It is instead
reflected in table 7.
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Figure 10: Median time-performance of each protocol read and write operations using RSA

As is evident from figure 10, not only are the TLS and Noise implementations by far the fastest
of the actual protocols, their time-performance is also nearly identical. Growing at a similar rate,
their execution time doubles from the 1KB operations to 10KB, increases about six-fold for the
100KB operations and finally increases eightfold for the last jump. Noise performs very slightly
faster than TLS however, with TLS outperforming Noise, just as slightly, for the 1000KB packets.
Secio’s execution time increases at a similar rate, although moderately increased at each step. Signal
displays the worst performance by a great amount not due to an increased growth rate, which is
at some steps as good as Noise’s and at others better. Instead, Signal’s time-performance "starts"
almost a full magnitude slower than Noise. The most time performant combination of key and
protocol for read / write operations is either Noise or TLS using an Ed25519 key, although, as
mentioned, the performance using a RSA key is near-identical.

Signal is not included in the space-performance analysis with the other protocols. For a quick
discussion of this, as well as stand-alone space-performance analysis of Signal, see section Signal’s
Performance. As can be seen in figure 11, although TLS overall has the best time performance out
of the protocols, it also has the worst space performance out of all of them by far (not considering
Signal). Using the RSA key type, allocates more than twice the amount of bytes that either Noise
or Secio do. All individual functions, both read / write and handshake, also allocate more than
the corresponding function of the Noise and Secio implementation. Switching to an Ed25519 key
only worsens TLS’ performance in contrast to the other protocols; while both Noise and Secio only
levy about a third as much memory space as they do when using an RSA key, TLS still allocates
86.2% of the data it allocated before. Noise and Secio perform very similar in the case of Ed25519,
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within 13%, and almost identical in the case of RSA, within 2%. Still, Secio slightly edges out
Noise in space-performance. As clearly evident from figure 11, Secio performs fastest when using
an Ed25519 key. Compared to time-performance, variation of memory allocated is minimal per
function and therefore is not reflected here. The amount of allocations performed, while also not
reflected here, is presented in section 6.3.
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Figure 11: Memory allocated by each function, per protocol and keytype

Signal’s Performance

As some of the time-performance measurements have already shown, the Signal implementation
performs poorly compared to the officially implemented libp2p protocols. This is all the more
the case for its space performance; the amount of data allocated, which is displayed in figure 12,
exceeds even TLS allocation so much that it had to be omitted from figure 11 in order to preserve
readability.

The Signal implementation created for this thesis is based on an inofficial library, as explained
in section libp2p Signal Protocol Implementation, the reasons for which are also given in said
section. As has been ascertained using the native Go tool "pprof" [84], the causes of these massive
amounts of allocated memory stem primarily from the serializer functions. Before sending data,
the message, originally in the "SignalMessage" format, has to serialized into a byte array. Once
received the array is deserialized back into its original format. Over the 100 executions of each
function (handshake, encrypt/decrypt 1/10/100/1000KB), these serializer functions allocate over
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1.4 gigabytes of memory, about 40% of all memory allocated during execution. As the amount of
data that needs to be allocated is dependent on the size of the message that is to be (de)serialized,
these functions impact is also strongly reflected in figure 12. The memory allocations scale roughly
with the size of the data. Various other functions of the library also levy inordinate amounts of
memory, such as the encrypt and decrypt functions, which are used by the libp2p’s implementation
of Signal within the read/write methods, that allocate a quarter of a gigabyte each. For comparison,
TLS, the second-most memory demanding implementation, allocates around 300megabytes overall.
Due to the limited timeframe of this thesis, implementing a fix for this was not possible. This is
also mentioned in chapter Future Work.
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Figure 12: Memory allocated by each function of the Signal implementation, using RSA

6.2CPU-Performance

Each protocol’s impact on the CPU is discussed, both in terms of usage and power consumption.
All of the values presented here are purely comparative and are not meant to suggest that these are
the usage percentages / power consumption generated by the protocols alone. Again, for the exact
methodology used, refer to chapter Methodology.

The test program described in chapter Methodology is executed 1000 times for each protocol
using the go test command [64] and the relevant CPU values logged once a second during execution
by HWiNFO. An even higher amount iterations as compared to the time and space performance
analysis was chosen here to better control for natural variance in power consumption and load.
According to its output, power deviation accuracy hovers around 104% during all tests, implying
a slight but also uniform overestimation of power drawn from the CPU. While more accurate
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measurement tools were not available for this thesis, these tests have been executed multiple times
and the results were very similar each time.

Below, table 13 shows the average CPU usage generated by each protocol and operation. As can
be seen, the loads generated during the handshake operation are nearly identical for all protocols,
the differences that are there being too small to draw any conclusions as they may well be just
standard fluctuations in usage. The values generated during the rw operation however differentiate
much more between protocols. While Noise and Secio still perform similarly, Secio outperforming
Noise by around four percent (relative), TLS and especially Signal generate much higher CPU usage.
TLS creates about a percent higher CPU load than Noise, whereas Signal generates even more at
9.16% total CPU usage, or about 2.3% more than Noise. When compared to the space-performance
measurements of the previous sections, it is noteworthy that the protocols relative performance is
analogous; Noise is slightly outperformed by Secio, TLS is more clearly outperformed by Noise and
finally Signal is the outlier with the worst performance between all four protocols. This suggests
that the bulk of the CPU load differences may stem from the varying amounts of memory allocated.

Protocol

Noise Secio Signal TLS

Load Load Load Load

Mean Mean Mean Mean

Operation Handshake

RW

6.55 6.65 6.62 6.57

6.86 6.58 9.16 7.84

Page 1

Figure 13: Average CPU load during the rw function in percent, per protocol

Figure 14 presents the amount of watt-seconds (equivalent to joule) the CPU generated during
execution of each protocol. These values are derived by multiplying execution time of the test
program with the arithmetic mean of the corresponding power consumption logs. All of these
source values can also be gathered from the same figure. As can be seen, the performance for
the handshake operation is, similar to the CPU usage results, near-identical for all of the four
protocols. For the rw operation, TLS’ and Noise’s performance is about equal, TLS being a little
faster but also drawing more power. Secio performs worse than during the handshake, having a
lower average power draw but also a considerably longer execution time, overall generating about
20% more watt-seconds than Noise and TLS do. Signal’s performance is again the worst out of the
four, producing almost twice the watt-seconds Secio does.

6.3Other aspects

Table 7 reflects some minor aspects which serve to supplement the previous analysis. As can be
seen in it, the file size, when compiled, is relatively similar for each of the protocols; Signal takes
up the most space with 12.1megabytes and Noise the least at 9.56megabytes. TLS and Secio fall
roughly in the middle. These values have been determined by compiling the "chat" test program
from the official libp2p repository [54] four times, using each of the protocols. Especially on mobile
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Figure 14: Total wattseconds, per operation and protocol

devices, where storage space is often more limited, these minor differences can still be considered
somewhat relevant.

Also displayed are the amount of memory allocations performed by each operation excluding,
due to space constraints, the write operations. As can be gathered from the table, the amount of
allocations is identical when using either key type, with the exception of the handshake. This
shows that the growing amount of memory allocated, which grows with the amount of data that is
being read, is not due to more allocations, but instead due to larger individual allocations.

Additionally, the table includes the mean time performance of the read operations when using
an Ed25519 key, which had been omitted in section Time- and Space-Performance.

Within this thesis’ git repository, SPSS tables of the raw data presented in this chapter are
contained. In addition to this, it also contains memory and CPU profiles generated using the Go
tool pprof [84] and the methodology described in the preceding chapter.
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Table 7: Various other aspects; Compiled file size, amount of allocations and time performance using
Ed25519 keys

Noise Secio Signal TLS
Compiled Size 9.56MB 11.2MB 12.1MB 10.5MB

Amount of allocations (RSA)
Handshake 758 821 1612 1711
R1KB 10 8 219 12
R10KB 10 8 260 17
R100KB 21 8 1366 32
R10000KB 137 9 12851 123

Amount of allocations (Ed25519)
Handshake 290 358 1144 1509
R1KB 10 8 219 12
R10KB 10 8 260 17
R100KB 21 8 1366 32
R10000KB 137 8 12851 123

Mean Time (Ed25519)
R1KB 28.69 36.02 278.98 33.49
R10KB 50.12 107.73 449.12 68.88
R100KB 282.96 766.66 1742.18 330.79
R10000KB 2870.17 6893.23 15187.80 2773.09
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This bachelor thesis conducts a comparative analysis of four libp2p security protocols in re-
gards to their performance. More specifically, the time and space performance of each protocol’s
handshakes and read/write operations are considered along with its CPU performance. The set
of analysed protocols includes all three of the security protocols implemented in the officially
libp2p repositories, namely TLS, Noise and Secio. In addition to these, the Signal protocol is also
considered. Implemented for libp2p specifically for this thesis, it is based on an inofficial Signal
library developed by RadicalApp, modified in parts. Moreover, the different key types supported
by libp2p for the peers’ key pair are also taken into account.

In order to gather the data required for the analysis, two test programs are developed. The first of
these programs creates two peers and connects them using the respective protocol’s handshake. It
then sends messages of various sizes between them, utilizing the protocol’s read and write functions.
Using Go’s native benchmarking tool, both execution time and memory space allocated by each
of these operations is recorded. The second program operates in a similar manner. Instead of
making use of said native benchmarking tool though, it simply executes these functions. The tool
HWiNFO is used concurrently to record both CPU power draw and workload generated during the
handshake and read and write functions. Both of these test programs are executed multiple times,
the data generated during these tests serving as input to the statistical analysis tool SPSS by IBM.
SPSS is used to conduct all of the analysis presented in this thesis, of which a quick summary is
given in the next paragraphs.

The analysis shows that, on average, TLS has the best time performance of the four considered
protocols. While execution time is nearly identical to Noise for the read/write operations, it
considerably outperforms its handshake when using RSA keys, although in turn being slightly
outperformed by Noise when using Ed25519 keys. For the handshake, Secio performs slightly
better than Noise, with Signal performing the worst, although not by a huge margin. With the
read/write operations, the difference between protocols is much more severe, with Secio, in the
most extreme cases being around three times as slow as Noise and TLS, and Signal even being yet
twice slower.

The amount of memory allocated by Noise and Secio is, in accumulation of all considered
functions, nearly identical, with little deviation between memory levied by each function. TLS
however has worse space performance, allocating a little over twice as much memory when using
RSA keys, and around six times as much when using Ed25519 keys. Signal’s space performance in
comparison, at least for the read/write operations, is much, much worse. In the most extreme case,
reading one megabyte of data, it allocates around 320 times as much memory as TLS does for the
same operation.
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This trend continues into CPU performance. For the workload generated, performance during
handshake is very similar across the board. During the read/write operations, Noise and Secio
perform similarly, although Secio slightly outperforms Noise. TLS generates about 19% more CPU
load than Secio, with Signal once again performing the worst, generating around 39% more CPU
load than Secio. Signal also consumes the most power of the protocols during the read and write
operations, generating around 30000 joules during the 1000 iterations the test program is running
for. In comparison, Secio performs the second-worst, generating about 17000 joules. Noise and
TLS perform similarly here, consuming around 14000 joules. Once again, performance for the
protocols’ handshakes is the same for all protocols.

7.1 Future Work

Due to the limited scope and timeframe of this thesis, there are various aspects not implemented in
this paper which would have improved the quality of the conducted analysis.

As is obvious from the analysis, Signal vastly underperforms compared to the other protocols,
at least for the read and write operations. Its underperformance in all categories stems primarily
from the huge amounts of data allocated, as discussed in section Signal’s Performance. The major
performance problems are therefore a product of the utilized library. A fix for these largely
unnecessary allocations was not possible to implement within the timeframe of the thesis anymore.
Ideally, as there is no official Go implementation of the Signal library, the Signal C library [96]
would have been used. As it is possible to call from Go into C code using Go’s, this would have
been feasible to implement. Although there would be additional overhead generated from calling
into another language, which would again taint analysis results, additional analysis of the overhead
would have allowed for adjusting the results. Alternatively, it would also have been possible to use
the rust implementation of libp2p in conjunction with the official rust Signal library [95]. This was
decided against as there are fewer officially implemented security protocols for this implementation
of libp2p [60].

More generally, the presented analysis is primarily descriptive. Only in the case of Signal’s
space performance, due to its status as extreme outlier, are the results reasoned in further detail.
While primarily due to the actual topic of the thesis, this is also in part the case because of the
limited timeframe. It could be of interest to give a more detailed and thorough analysis of the
reasons, especially in making more clear a distinction between libp2p overhead and the actual
cryptographic operations. Following that, suggestions and implementations of improvements for
the various protocols may be added.

As is mentioned in chapter Considered Protocols, only the standard primitives / cipher suites
of each protocol are tested, due to the time limitation of this work. For a more thorough analysis
of each protocol, they could be slightly modified to use different supported primitives / cipher
suites. This would be very relevant to real-world applications of these implementations as, when
the remote peer only supports specific primitives, the local peer will use these as well instead of
the standard ones, assuming the local peer supports them.
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As the analysis includes only RSA and Ed25519 of the four key types supported by libp2p, and
in cases where performance difference was small even just one of them, including all four types for
each of the analysis would also add to a more thorough analysis.

Further, for the CPU performance analysis, more accurate measurement methods could be
employed.
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